**Algorithms for Optimization**

The material seen in Lecture A is completely sufficient to complete the assessed task on Greedy algorithms.

Below you can find some **extra formative exercises** to complement your knowledge on the topic of Greedy algorithms with a variety of different exercises often found in job interviews.

**Exercise 1**

This is a variant of *a typical job interview question*.

To pass the Maths unit, students need to complete exercises that give credits.

There are five types of exercises:

type A that gives 1 credit.

type B that gives 5 credits.

type C that gives 10 credits.

type D that gives 25 credits.

type E that gives 50 credits.

Students can freely choose to mix exercises of the five available types (even choosing many times the same type of exercise). There is no limit on how many times a student can choose the same type of exercise. For example, a student could choose to complete 10 exercises of type A (each of them giving 1 credit), 1 exercise of type B (giving 5 credits), and 1 exercise of type E (50 credits) getting in this way a total of 65 credits.

Implement in C# an efficient method minexercises which takes as input an int n (the number of credits necessary to pass the unit) and returns the **minimal** number of exercises that students need to complete to obtain exactly the requested n credits. The method should also display the credits of the selected exercises.

Example: If n= 42, for the types of exercises shown above, the method should return the number 5 which is the minimal number of exercises that students need to complete to obtain the requested 42 credits.

The method should also display

25, 10, 5, 1, 1

which are the credits associated to the 5 selected exercises: 1 exercise of type D of 25 credits, 1 exercise of type C of 10 credits, 1 exercise of type B of 5 credits and 2 exercises of type A, each one of 1 credit.

*Hint: Implement a more general method*

*MinExercises(int n, Exercise[] arrayex )*

*{*

*}*

*which takes as input the number of credits to pass the unit (n) and an array arrayex of the different types of exercises and their associated credits.*

**Exercise 2**

Refer to the above exercise and assume that they decide to allow only 3 types of exercises:

type A that gives 1 credit.

type B that gives 15 credits.

type C that gives 25 credits.

Can you still reuse the greedy algorithm implemented in Exercise 1 to obtain the minimal number of exercises to obtain exactly the requested n credits ? If not, find an example where it would not work.

**Exercise 3 [typical at job interviews]**

Implement an efficient algorithm in C# which takes as input an array A of single digit numbers (e.g., [0, 1, 4, 5, 8, 6, 5, 0, 5, 1]) and displays the largest possible number which can be obtained by concatenating the elements in the array (choosing each element in the array **exactly once**).

*Example*

*If the array is [2, 1, 3], the largest number can be obtained by concatenation is 321. What is the greedy algorithm idea ?*

**Exercise 4**

Modify the code of Exercise 3 to take as input an array of chars and displays the largest string (in lexicographical order) that can be obtained by concatenating the elements in the array (choosing each element in the array exactly once).

**Exercise 5 Minimal number of jumps [typical at job interviews]**

Implement an efficient (greedy) method in C# minjumps that takes as input an int K and an array of size n where each element of the array represents:

* either a safe location (Y)
* or an unsafe location (X).

See the figure below.

A person starts at position 0 (leftmost) and needs to reach the target location, which is in position n-1 (rightmost). The person can jump at most K locations and must always jump from a safe location to another safe location.

The method minjumps should display the sequence of locations the person should cross to go from the starting location to the target location using the **minimal** number of jumps.

![](data:image/png;base64,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)

Y

X

X

Y

X

Y

Y

X

Y

Y

X

0 1 2 3 4 5 6 7 8 9 10

**Exercise 6 Minimal stops at Petrol Stations [typical at job interviews]**

Implement an efficient method in C# minstops that takes as input an int K and an array of size n where each element of the array represents:

* either a petrol station where it is possible to fill the tank of the car (Y)
* or a place where it is not possible to fill the tank of the car (X).

See the figure below for an example.

A car starts at position 0 (leftmost) and needs to reach the target location, which is in position n-1 (rightmost). The car can travel K locations before running out of gas. The goal of the driver is to **minimize the number of stops** at the petrol stations along the route to reach the target.

The method minstops should display the sequence of stops at petrol stations that the car should do to go from the starting location to the target location using the minimal number of stops.
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**Exercise 7 [Advanced] Rumor Spreading**

There are n people, each in possession of a different rumor. They want to share the news with each other by sending electronic messages. Design an algorithm which takes n as input and output the minimum number of messages they need to send to guarantee that everyone gets all the rumors. Assume that a sender includes all the rumors he or she knows at the time the message is sent and that a message may only have one addressee.

Hints: The minimum number of messages for n =4 is six

*From A. Levitin, M. Levitin, Algorithmic Puzzles.*